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Corrected typos on problems 6 &15 shown in blue highlight

GUI and User Interface:

**HIGHLIGHT your choice to mark your answer.**

**1) (5 pts)** What are the dimensions of the ‘Canonical View Volume’ (CVV) in OpenGL and WebGL?

A) Fixed—a unit cube centered at the origin whose x,y,z values span (+/-1, +/-1, +/-1)

B) Fixed—a unit cube, with x,y,z origin shown at the upper-left of display: (0 <= x,y,z <= 1)

C) Fixed—an on-screen rectangle whose limits vary and depend on the modelMatrix contents

D) adjustable—x,y origin set at upper left, and x,y max values set by canvas width and height

E) adjustable—a unit cube centered at the origin   
 whose visible x,y,z values span(+/- width/2, +/-height/2, +/-1)

F) Something else; none of the above.

GPU Communication:

**2) (24pts) TRUE/FALSE:** (copy-and-paste your choice of these highlighted answers “True” or “False”)

1. \_\_\_ False \_WebGL ***requires*** users to specify all vertex positions using real values (floats).   
   This requirement ensures that limited precision won’t introduces rendering flaws on-screen.
2. \_ False \_GLSL supplies a standard set of functions that can create a 4x4 matrix for translation, for rotation, or for scale, each from a single function call.
3. \_ False \_ Drawing commands for WebGL and drawing commands for HTML5 ‘canvas’ elements share the same on-screen drawing axes; both span +/- 1, with origin at center.
4. \_\_ True \_Of all the many parameters kept as state variables by WebGL, such as background color, buffer bindings, depth testing, etc. some can be read back from the GPU; others cannot.
5. \_\_ False \_ A ‘Fragment Shader’ is optional; without it, your WebGL/HTML5/JavaScript program can still draw single-color WebGL drawing primitives on-screen (e.g. TRIANGLES).
6. \_ True \_ With the proper selection of ‘stride’ and ‘offset’, WebGL can render the contents of a vertex buffer object (VBO) that holds 100 vertex positions, followed 100 vertex colors, followed by 100 vertex surface normals. In this VBO, the vertex attributes are NOT interleaved!
7. \_\_ False \_ WebGL prevents use of the same ‘uniform’ variable to send values to both the Vertex Shader and Fragment Shader. If JavaScript sets its value, only one shader can use it.
8. \_\_ False \_WebGL itself provides built-in functions for mouse, keyboard, and window-system interactions. We use HTML and JavaScript functions instead because they are more convenient.

Vector-Matrix Math: In a WebGL program of the sort developed and described in your textbook (e.g. starting with Week02 Vector Matrix Tests, Ch2, ‘HelloMatrixOps.js’, w/ cuon-matrix-quat.js library)   
we find two ‘Vector4’ objects (or ‘variables’) named ‘aVec’ and ‘bVec’, and   
 one ‘Matrix4’ object named ‘aMat’ that holds this 4x4 matrix: **[a b c d]**

**[e f g h] == aMat**

**[j k m n]**

**[p q r s]**

1. **(4 pts)** If we call **aMat.setTranslate()**, then apply **aMat** to transform **aVec** into **bVec** like this:  
   **bVec = aMat.multiplyVec4(aVec);** then the new value of **bVec.elements[1]** must be:
2. **j\*aVec.elements[0] + k\*aVec.elements[1] +   
   m\*aVec.elements[2] + n\*aVec.elements[3];**
3. **b\*aVec.elements[0] + f\*aVec.elements[1] +   
   k\*aVec.elements[2] + q\*aVec.elements[3];**
4. **e\*aVec.elements[0] + f\*aVec.elements[1] +   
   g\*aVec.elements[2] + h\*aVec.elements[3];**
5. **c\*aVec.elements[0] + g\*aVec.elements[1] +   
   m\*aVec.elements[2] + r\*aVec.elements[3];**
6. something else happens; none of the above.
7. **(4 pts)** For that same translation matrix **aMat**, when **aVec.elements[3]** value is 1.0, then:
8. All four elements of **bVec** result will always be 1.0, for any and all translations.   
   (e.g. **bVec.elements[0]=bVec.elements[1]=bVec.elements[2]=bVec.elements[3]=1**).
9. Only **bVec.elements[0]** result will be 1.0; all other elements vary with translation amount.
10. Only **bVec.elements[3]** result will be 1.0; all other elements vary with translation amount.
11. For all non-zero translation distances, all of the elements of bVec will vary.
12. Something else happens; none of the above.
13. **(4 pts)** For that same translation matrix **aMat**, when **aVec.elements[3]** value is 0.0, then:
14. All four elements of **bVec** result must be 0.0 for any and all translation amounts.   
    (e.g. **bVec.elements[0]=bVec.elements[1]=bVec.elements[2]=bVec.elements[3]=0**).
15. Only **bVec.elements[0]** result must be 0.0; all other elements vary with translation amount.
16. Only **bVec.elements[3]** result must be 0.0; all other elements vary with translation amount.
17. For all non-zero translation distances, all of the elements of bVec will vary.
18. Something else happens; none of the above.
19. **(4 pts)** If we call **aMat.setScale()**then apply **aMat** to transform **aVec** into **bVec** like this:  
    **bVec = aMat.multiplyVec4(aVec);** and then find that **bVec.elements[1]** == 0 despite an nonzero value for **aVec.elements[1]**, then we know something about the **aMat** matrix:
20. Only these three **aMat** matrix elements are nonzero; ‘**s**’, ‘**a**’, and ‘**m**’
21. Only these three **aMat** matrix elements are nonzero; ‘**m**’, ‘**f**’, and ‘**s**’
22. Only these three **aMat** matrix elements are nonzero; ‘**s**’, ‘**a**’, and ‘**f**’
23. Only these three **aMat** matrix elements are nonzero; ‘**m**’, ‘**f**’, and ‘**a**’
24. Something else happens; none of the above.
25. **(4 pts)** If we call **aMat.setRotate(-90,0,0,-1);**then apply **aMat** to transform **aVec** into **bVec** :  
    **bVec = aMat.multiplyVec4(aVec);** we can be certain that:
26. **bVec.elements[0]** equals **aVec.elements[0]**
27. **bVec.elements[0]** equals -**aVec.elements[0]** (note minus sign)
28. **bVec.elements[0]** equals **aVec.elements[1]**
29. **bVec.elements[0]** equals -**aVec.elements[1]** (note minus sign)
30. **bVec.elements[0]** equals **aVec.elements[2]**
31. **bVec.elements[0]** equals -**aVec.elements[2]** (note minus sign)
32. Something else happens; none of the above.
33. **(4 pts)** For that same rotation matrix, when **aVec.elements[3]** value is 0.0, then:
34. All four elements of **bVec** result will always be 0.0 for any and all rotations we specify.   
    (e.g. **bVec.elements[0]=bVec.elements[1]=bVec.elements[2]=bVec.elements[3]=0**).
35. Only **bVec.elements[0]** result must be 0.0, and **aVec.elements[1] == bVec.elements[1]**
36. Only **bVec.elements[1]** result must be 0.0, and **aVec.elements[0] == bVec.elements[0]**
37. Only **bVec.elements[2]** result must be 0.0, and **aVec.elements[3] == bVec.elements[3]**
38. Only **bVec.elements[3]** result must be 0.0, and **aVec.elements[2] == bVec.elements[2]**
39. Something else happens; none of the above.

# Matrix Duality & Scene Graphs

Suppose that:

* Our HTML5 Canvas is square on-screen (height==width), and it displays WebGL output.
* We wrote a Javascript **drawAxes();** function that causes WebGL to:  
  --draw a solid arrow from the origin to (+1,0,0) to depict the x axis, and  
  --draw a dashed arrow from the origin to (0,+1,0) to depict the y axis.  
  --draw a large, solid round ‘dot’ at the origin
* In JavaScript we send the 4x4 ‘modelMatrix’ as a uniform to the GPU,
* Our Vertex shader applies that uniform matrix to transform all vertex   
  position attributes before drawing them.
* This code: **modelMatrix.setIdentity(); drawAxes();**
* Causes our program to draw the picture shown, with both arrows drawn entirely within the canvas.

If our program executes this sequence of statements instead, smoothly varying 0 <= myAngle <=90o

**modelMatrix.setTranslate(-0.5,-0.5,-0.5); // 3D move**

**modelMatrix.scale(0.5, 1.0, 0.5); // non-uniform scaling  
 modelMatrix.rotate(-myAngle,0.0,0.0,1.0); // rotate (animated)**

**drawAxes(); // draw it!**  
then:

1. **(4 pts)** The central ‘dot’ for the arrows will be drawn:
2. in the center of the upper right quarter (or ‘quadrant’) of the HTML-5 canvas;
3. in the center of the upper left quarter (or ‘quadrant’) of the HTML-5 canvas;
4. in the center of the lower right quarter (or ‘quadrant’) of the HTML-5 canvas;
5. in the center of the lower left quarter (or ‘quadrant’) of the HTML-5 canvas;
6. at the exact center of the Canvas (e.g. the same ‘dot’ location shown in the drawing above)
7. Something else happens; none of the above
8. **(4 pts)**As the ‘myAngle’ value varies smoothly between 0 and 90, where will we find the center of rotation (e.g. the ‘hinge point’) in the on-screen drawing?
9. in the center of the upper right quarter (or ‘quadrant’) of the HTML-5 canvas;
10. in the center of the upper left quarter (or ‘quadrant’) of the HTML-5 canvas;
11. in the center of the lower right quarter (or ‘quadrant’) of the HTML-5 canvas;
12. in the center of the lower left quarter (or ‘quadrant’) of the HTML-5 canvas;
13. at the exact center of the Canvas (e.g. the same ‘dot’ location shown in the drawing above)
14. Something else happens; none of the above
15. **(4 pts)**The smoothly-changing ‘myAngle’ variable animates the drawing. As its value changes,  
    A) all parts of both arrows stay entirely on-screen;  
    B) part of the solid arrow sometimes goes off-screen, but the dashed arrow is always fully visible;  
    C) part of the dashed arrow sometimes goes off-screen, but the solid arrow is always fully visible;

D) Parts of both arrows sometimes go off-screen, but not at the same time;

E) Something else happens; none of the above

1. **(4 pts)** When ‘**myAngle**’ == 0, does the solid arrow have the same length as the dashed arrow on-screen?
2. Yes: the solid-arrow is drawn on-screen with exactly the same length as the dashed arrow
3. No: the solid-arrow is drawn on-screen with a longer length than the dashed arrow
4. No; the solid-arrow is drawn on-screen with a shorter length than the dashed arrow
5. Something else happens; none of the above.
6. **(4 pts)** When ‘**myAngle**’ varies smoothly from 0 to 90, does solid-arrow length change on-screen?
7. No; the solid arrow rotates on-screen but does not change its length
8. Yes; solid arrow changes length on-screen as it rotates, with maximum length at **myAngle**=0.
9. Yes; solid arrow changes length on-screen as it rotates, with maximum length at **myAngle**=90.
10. Something else happens; none of the above.
11. **(4 pts)**When ‘**myAngle**’ varies smoothly from 0 to 90, does dashed-arrow length change on-screen?
12. No; the dashed arrow rotates on-screen but does not change its length
13. Yes; dashed arrow changes length on-screen as it rotates, with maximum length at **myAngle**=0.
14. Yes; dashed arrow changes length on-screen as it rotates, with maximum length at **myAngle**=90.
15. Something else happens; none of the above.

Draw your own ‘scene-graph’ for our set of 4 statements (listed above question 9).

1. **(4 pts)**The graph will contain a node for each of the 4 statements, and
2. The transform node for **scale()**is a descendant of the ‘transform’ node for **rotate()**
3. The transform node for **rotate()**is a descendant of the ‘transform’ node for **scale()**
4. The **rotate()**and **scale()** nodes are siblings – both are child nodes of the same group node
5. The **rotate()**and **scale()** nodes are unrelated—they do not share the same parent node
6. Something else happens; none of the above.
7. **(4 pts)** Our sequence of 4 statements illustrates how to traverse a scene-graph to draw the animated, jointed objects it describes. In general, we traverse a scene-graph (not just ours) to generate statements:
8. In breadth-first order, starting from the top (root) of the graph, ending at the leaf nodes
9. In breadth-first order, starting with the leaf nodes, and always ending at the top (root)
10. In depth-first order, starting from the top (root) of the graph, ending at the leaf nodes
11. In depth-first order, starting from each leaf node in turn, and always ending at the top (root).
12. Something else happens; none of the above.
13. **(5 pts)** If we use [T] to represent the 4x4 matrix that performs our translation, and   
     [R] to represent the 4x4 matrix that performs our rotation, and   
     [S] to represent the 4x4 matrix for scale,

The modelMatrix variable contains a 4x4 matrix. Just before we call drawAxes(), the modelMatrix values are the result of combining several transformation matrices. How were they combined?

1. By matrix multiply: [modelMatrix] = [T][R][S]   
   (HINT: if you multiply a Vector4 by modelMatrix, we could get the same result if we multiplied the Vector4 first by S matrix, then R matrix, then T).
2. By matrix multiply; [modelMatrix] = [T][S][R]
3. By matrix multiply: [modelMatrix] = [R][T][S]
4. By matrix multiply; [modelMatrix] = [R][S][T]
5. By matrix multiply; [modelMatrix] = [S][T][R]
6. By matrix multiply; [modelMatrix] = [S][R][T]
7. Something else happens; none of the above.

# Vertex Sequencing

1. **(4 pts)**If we use WebGL’s gl.TRIANGLES drawing primitive (not TRIANGLE\_STRIP), how many vertices do we need to draw a 3D cube?
2. 8: one vertex per corner; however, this limits each corner to 1 color only (where 3 faces meet)
3. 20: 8 corners + 6 faces\*2 more vertices to split the face into 2 triangles
4. 24: 8 corners \* 3 vertices/corner (one vert for each face)
5. 36: 6 faces \* 2 triangles/face \* 3 vertices/triangle.
6. Something else happens; none of the above.

![](data:image/png;base64,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)

1. **(6 pts)** There are many ways to tesselate 4-sided pyramid with these nodes (square pyramid base is facing away from you) into one single triangle strip (gl.TRIANGLE\_STRIP, not gl.TRIANGLES). A ‘good’ tessellation makes a strip that covers all surfaces with no redundancies, no degenerate triangles, and always-correct winding order, such as this sequence of vertex-locations:
2. n2, n0, n3, n4, n2, n1, n0, n4
3. n0, n2, n0, n3, n4, n2, n1, n0, n4
4. n3, n0, n2, n1, n3, n4, n0, n1
5. n2, n3, n0,nn4, n1, n2, n0, n2, n2, n4, n3
6. Something else. None of these sequences tesselate the shape correctly.